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Abstract

A great deal of research in the last several years has focused on securing server-side software systems, which are a common target to buffer overruns, format string violations, and other similar types of attacks. A variety of techniques to protect server-side software have been suggested, ranging from hardware-level mechanisms [12, 36] to static analysis [23, 34, 37].

However, most of the code being written is application software, which has a totally different set of security requirements. In particular, application software is often written by programmers who not trained in security, suffer from a rushed development schedule, and exist in environment where features are emphasized over software quality. Automatic solutions such as static analysis may be too intrusive and out of place at organizations that lack a well-established development process. Moreover, rushed development schedules that favor features over robustness leave little time to ensure the security of the system, which is often considered “nice to have”, but not a necessity. As a result, it is often impractical to expect developers to take the responsibility for securing their applications. The reality of today’s application development suggests that fully automatic security solutions that relieve applications developers from the responsibility of securing their code are highly desirable.

In this paper we argue for a generalized approach to protecting application software from a variety of exploits with minimal programmer intervention.

1 Introduction

Buffer overruns and format string violations found in wu-ftp, lhttpd, Apache, and other widely deployed software packages have motivated a great deal of research into techniques for detection and prevention of these types of vulnerabilities. A quick examination of vulnerability catalogs such as securityfocus.com reveals that most vulnerabilities reported these are contained in widely deployed software packages. However, there is no reason to believe that “custom-made” application software contains fewer vulnerabilities. Moreover, the recent shift from the client-server to the Web-based model for business applications has opened the door for a new breed of Web application vulnerabilities caused by insecure information flow. These vulnerabilities include SQL injections [1, 2, 13], cross-site scripting [7, 17, 35], path traversal attacks [28], etc.

While vulnerabilities in application software are rarely publicized, aggregate statistics are quite telling. According to a Gartner survey, 75% of all security attacks today are performed at the application level [20]. Moreover, 97% of more than 300 sites audited in the survey were vulnerable to Web application attacks. According to another survey done by the Computer Security Institute, the average financial loss from unauthorized access or information theft exceeds $300,000 [8].

In this paper we argue that an automatic runtime approach is often superior to the most widely-used techniques for a range of common vulnerabilities.

2 Overview

We begin by giving an overview of the most common approaches to software security used today:

• Testing for security. There been much interest in testing approaches to security problems, resulting in an increased commercial interest in penetration testing, both manual and automatic. These techniques rely on generating
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inputs in hopes of triggering a vulnerability or a fault within the application. While the problem of input generation to achieve complete path coverage in undecidable in general, even in practice these techniques are not very effective at finding a vulnerabilities. This is not entirely surprising: a pretty rare event needs to be triggered in a black box fashion, i.e. without knowing anything about the application internals.

• **Code auditing.** While an effective approach overall, it is difficult to scale to programs containing hundreds of thousands lines of code. Moreover, it is nearly impossible to keep up with rapidly changing code bases that quickly have to go into production.

• **Static analysis tools.** Static analysis tools and techniques are more practical than code auditing in the long run. It has the additional benefit of finding more bugs than an approach that requires program execution because multiple runtime scenarios may be considered. Moreover, a *sound* static analysis approach can *guarantee* that the absence of warnings implies the absence of vulnerabilities. While an attractive approach in general, the adoption of static analysis techniques is hindered by the following:

  **Poor fit into the existing process.** For static analysis tools to be widely adopted, they need to fit well into the existing development process. Large organizations have a set of established processes their developers tend to follow and a static analysis step fits naturally between development and testing.

  However, smaller or more heterogeneous environments such as small IT companies and large diverse organizations do not have that in place. For instance, IT staff at a university is often responsible for supporting multiple applications written in languages ranging from Perl, Python, and Ruby to Java, C#, and ASP.NET. Even if static analysis tools for security existed for each of these languages and platforms, proper integration would still be a challenge.

  **Soundness and precision is hard to scale.** While opinions on what sound static analysis is capable of may vary, most people would agree that it is difficult to scale precise and sound approaches to programs consisting more than several hundred thousand lines of code. Since analysis precision is paramount, existing scalable tools provide a best-effort attempt as finding the vulnerabilities and some may be missed.

As an alternative to compile-time sound tools, it makes sense to talk about *runtime-sound* approaches, i.e. whether a given dynamic approach detects all exploits all vulnerabilities of a particular kind at runtime. It is well-known that some solutions such as StackGuard [10] can be circumvented with trampolining, making StackGuard runtime-unsound. However, runtime soundness may be much easier to ensure in practice than compile-soundness and runtime solutions, while imposing an overhead, typically do not suffer from the lack of scalability.

### 3 Current Solutions

In this section we summarize the steps taken in the direction of seamless runtime protection and discuss the pros and cons of each of the approaches.

One way to separate existing techniques is to distinguish between approaches that use binary rewriting and approaches that rely on platform support.

#### 3.1 Binary Rewriting for Security

Many projects have focused on rewriting techniques that address buffer overruns. Among them are program shepherding [21].

One of the first projects to focus on Web application vulnerabilities is WebSSARI [18].

### System Language

<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>perl − t</td>
<td>Perl</td>
<td></td>
<td></td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Perl + Taint + CGI :: Untaint</td>
<td>Perl</td>
<td>✓</td>
<td></td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Program shepherding</td>
<td>x86</td>
<td></td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Ruby</td>
<td>Ruby</td>
<td></td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>WebSSARI</td>
<td>PHP</td>
<td></td>
<td></td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>PQL</td>
<td>JVM</td>
<td>✓</td>
<td>✓</td>
<td>✓ ✓ ✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>AMNESIA</td>
<td>JVM</td>
<td></td>
<td>✓</td>
<td>✓ ✓ ✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Haldar et al.</td>
<td>JVM</td>
<td></td>
<td>✓</td>
<td>✓ ✓ ✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CSSE</td>
<td>JVM, PHP</td>
<td></td>
<td></td>
<td>✓ ✓ ✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>PHPProtect</td>
<td>PHP</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Figure 2: Summary of information about existing runtime systems for security. ~ indicates incomplete support.
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